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Question 1: For today’s recitation we will define an empty linked list as None, and a non-empty 
linked list as a length two tuple of (element, linked_list). 
 

Complete the environment diagram to represent the execution of the code below. 
 
 
 
 
lsta = [1, 2, 3]  
lla = (1, (2, (3, None))) 
 
lstb = [3] 
llb = (3, None) 
 
lstc = [] 
llc = None 
 
 
 
 
Question 2: Fill in the body of the functions below: 
 
def first(ll): 
    """ 
    returns the first element of a non-empty linked list 
 
    >>> first( (5, (10, (15, None))) ) 
    5 
    """ 
     
 
 
def rest(ll): 
    """ 
    returns the rest of a nonempty linked list  
    (omitting the first element) 
 
    >>> rest( (5, (10, (15, None))) ) 
    (10, (15, None)) 
    """ 
 
 
 
 
Why would these helper functions be useful? 
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Question 3: Implement the following functions recursively, and then iteratively: 
 
def ll_len(ll): 
    """ 
    get the length of a linked list 
 
    >>> ll_len( ('a',('b',None)) ) 
    2 
    """ 
     
 
 
 
 
 
 
 
 
 
 
 
 
def ll_get(ll, i): 
    """ 
    get the ith element of a linked list 
 
    >>> ll_get( ('a',('b',None)), 1) 
    'b' 
    """ 
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Question 1: Implement the following function recursively, and then iteratively. 
 
def make_ll(*elements): 
    """ 
    given an arbitrary number of elements as arguments, 
    make a linked-list of (first,rest) pairs 
 
    >>> make_ll(1,2,3) 
    (1, (2, (3, None))) 
    """ 
 
 
 
 
 
 
 
 
 
 
 
 
Question 2: Implement the following function recursively, and then iteratively. 
 
def ll_concat(ll1, ll2): 
    """ 
    return a new linked list that concatenates two linked lists 
 
    >>> ll_concat(make_ll(1), make_ll(2,3)) 
    (1, (2, (3, None))) 
    >>> ll_concat(None, make_ll(4,5)) 
    (4, (5, None)) 
    """ 
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Question 3: Implement the following function recursively, and then iteratively. 
def ll_reverse(ll): 
    """ 
    return a new reversed linked list 
 
    >>> ll_reverse(make_ll(1,2,3)) 
    (3, (2, (1, None))) 
    """ 
     

 
 
     
 
 
 
 
 
 
 
 
 
 
Question 4: Implement the following function recursively, and then iteratively. 
def ll_elements(ll): 
    """ 
    return a generator that yields each element in a linked list 
    >>> ll_gen = ll_elements(make_ll(1, 2, 3)) 
    >>> next(ll_gen) 
    1 
    >>> list(ll_gen) 
    [2, 3] 
    """ 
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Question 1: What strategy did you use when refactoring the 2d-version of minesweeper?  
def dig_2d(game, row, col): 
    if game["state"] == "defeat" or game["state"] == "victory": 
        game["state"] = game["state"]  # keep the state the same 
        return 0 
 
    if game["board"][row][col] == ".": 
        game["visible"][row][col] = True 
        game["state"] = "defeat" 
        return 1 
 
    num_revealed_mines = 0 
    num_revealed_squares = 0 
    for r in range(game["dimensions"][0]): 
        for c in range(game["dimensions"][1]): 
            if game["board"][r][c] == ".": 
                if game["visible"][r][c] == True: 
                    num_revealed_mines += 1 
            elif game["visible"][r][c] == False: 
                num_revealed_squares += 1 
    if num_revealed_mines != 0: 
        # if num_revealed_mines is not equal to zero, set the game state to 
        # defeat and return 0 
        game["state"] = "defeat" 
        return 0 
    if num_revealed_squares == 0: 
        game["state"] = "victory" 
        return 0 
 
    if game["visible"][row][col] != True: 
        game["visible"][row][col] = True 
        revealed = 1 
    else: 
        return 0 
 
    if game["board"][row][col] == 0: 
        nrows, ncolumns = game["dimensions"] 
        if 0 <= row - 1 < nrows: 
            if 0 <= col - 1 < ncolumns: 
                if game["board"][row - 1][col - 1] != ".": 
                    if game["visible"][row - 1][col - 1] == False: 
                        revealed += dig_2d(game, row - 1, col - 1) 
        # ... some code that was copy / paste / modify omitted 
        if 0 <= row + 1 < nrows: 
            if 0 <= col + 1 < ncolumns: 
                if game["board"][row + 1][col + 1] != ".": 
                    if game["visible"][row + 1][col + 1] == False: 
                        revealed += dig_2d(game, row + 1, col + 1) 
 
    num_revealed_mines = 0  # set number of mines to 0 
    num_revealed_squares = 0 
    for r in range(game["dimensions"][0]): 
        # for each r, 
        for c in range(game["dimensions"][1]): 
            # for each c, 
            if game["board"][r][c] == ".": 
                if game["visible"][r][c] == True: 
                    # if the game visible is True, and the board is '.', 
                    # add 1 to mines revealed 
                    num_revealed_mines += 1 
            elif game["visible"][r][c] == False: 
                num_revealed_squares += 1 
    bad_squares = num_revealed_mines + num_revealed_squares 
    if bad_squares > 0: 
        game["state"] = "ongoing" 
        return revealed 
    else: 
        game["state"] = "victory" 
        return revealed 
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Question 2: What are instances of tree-like, graph-like, and list-like recursion in the mines lab? 
 
 
 
 
 
 
 
 
Question 3: Below is a recursive all_coords function that returns a list of tuple coordinates. 
Modify the code below to make this function into an efficient generator. 
 
def all_coords(dimensions): 
    """ 
    A function that generates all possible coordinates in a given board. 
    """ 
    if len(dimensions) == 1: 
        return [(x,) for x in range(dimensions[0])] 
  
    first = all_coords(dimensions[:1]) 
    rest = all_coords(dimensions[1:]) 
    result = [] 
    for start in first 
        for end in rest: 
            result.append(start + end) 
    return result 
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Question 1: You ordered food from SuperEats for you and your friends. SuperEats delivered a 
variety of entrees with varying quantities. Your friends have given you their unordered 
preferences for which entrees they like. As the host, you are trying to determine a way to assign 
the delivered food to your  so they can all get one of their preferred dishes. 
 
No solution example (there is not enough food for everyone): 
people = {'alex': [‘Acai’, ‘Burger’],  
             ‘bob': [‘Burger’], 
             ‘cam’: [‘Burger’, ‘Salad’]} 
food = {‘Burger’: 2, ‘Salad’: 0, ‘Acai’: 0} 

 
Solution example (alex and bob can get burgers and cam can get a salad): 
people = {'alex': [‘Acai’, ‘Burger’],  
             ‘bob': [‘Burger’], 
             ‘cam’: [‘Burger’, ‘Salad’]} 
food = {‘Burger’: 2, ‘Salad’: 1, ‘Acai’: 0} 
 
Discuss with someone around you how you would approach solving this problem using different 
graph search methods:  

- brute force search 
- BFS 
- DFS 
- Backtracking 
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Question 2: Fill in the body of the feed function below. 
def feed(people, foods): 
    """ 
    Given people who are hungry and the available food supplies, find a mapping 
    from people to available foods they prefer if one exists. 
     
    Parameters: 
        people: a dictionary mapping a name to a list of their preferred foods 
        food: a dictionary mapping available foods to their quantities 
 
    Returns: 
        Dictionary mapping person to assigned food if there is enough food to 
        match everyone's preferences. None otherwise. 
 
    >>> people = {'alex': ['oreo', 'chocolate'], 'bobbie’: ['vanilla']} 
    >>> feed(people, {'oreo': 1, 'vanilla': 1}) == {'alex':'oreo','bobbie’: 'vanilla'} 
    True 
    >>> feed(people, {'oreo': 1, 'ketchup': 1}) == None 
    True 
    """  
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Question 1: Applying Polya’s problem solving method to satisfying_assignment: 
 
1] Understand the problem 
- What are the rules / constraints of satisfying_assignment? 
- What are we trying to satisfy? 
- What kind of decision tree do we end up with? 
 
2] Make a plan 
- How do we apply our general recipe for backtracking to satisfying_assignment? 
- Will we need any helper functions to be useful? 
 
3] Implement the plan 
 
4] Look back 
- How can we optimize this search? 
 
 
Question 2: What is the result of calling satisfying assignment on the formula below? How does 
using the unit clause optimization make solving this formula faster? 
formula  = [ 
  [(‘a’, True), (‘b’, True), (‘c’, True)], 

[(‘b’, True), (‘a’, False)], 
             [(’b’, False),],  
            ] 
result = satisfying_assignment(formula) 
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Question 3: How can we solve our potluck from last Wednesday using satisfying_assignment? 
 
 
 
 
 
 
 
 
 
 
 
Question 4: implement all_combinations as a generator function 
def all_combinations(elements, N): 
    """ 
    Given a list of hashable elements (with no duplicates) and N 
    (the size of each combination), make a generator that outputs 
    length-N tuples of all combinations of the elements 
 
    >>> sorted(all_combinations([1, 2, 3, 4], 0)) == [()] 
    True 
    >>> sorted(all_combinations([1, 2, 3, 4], 1)) == [(1,), (2,), (3,), (4,)] 
    True 
    >>> y = all_combinations([1, 2, 3, 4], 2) 
    >>> sorted(y) == [(1, 2), (1, 3), (1, 4), (2, 3), (2, 4), (3, 4)] 
    True 
    >>> z = all_combinations([1, 2, 3, 4], 3) 
    >>> sorted(z) == [(1, 2, 3), (1, 2, 4), (1, 3, 4), (2, 3, 4)] 
    True 
    >>> sorted(all_combinations([1, 2, 3, 4], 4)) == [(1, 2, 3, 4)] 
    True 
    >>> sorted(all_combinations([1, 2, 3, 4], 5)) == [] 
    True 
    """ 
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Question 1: Today we’re going to build a planet physics simulation (see video.) Discuss with a 
neighbor: what classes would be a good idea to implement? What attributes and methods should 
each class have? 
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Question 2: Fill in the missing code below for the following Vector class methods:  
 
class Vector: 
 
    def __init__(self, coords): 
 # each Vector object has a nd tuple of coords 
 
 
    def __repr__(self): 
        # repr(Vector([0, -4]))  -> 'Vector((0, -4))' 
       
 
 
    def add(self, other): 

 # Vector([1, 2]).add(Vector([1, 0]))  -> Vector((2, 2)) 
 
 
     
    def sub(self, other): 
        # Vector([1, 2]).sub(Vector([1, 0]))  -> Vector((0, 2)) 
 
        
     
    def scale(self, other): 
        # Vector([1, 2]).scale(5)   -> Vector((5, 10)) 
 
 
     
    def div(self, other): 
        # Vector((4, 2)).div(2)   -> Vector((2.0, 1.0)) 
 
     
 
    def magnitude(self): 
        # Vector((3, 4)).magnitude() -> 5.0 
         
         
     
    def normalize(self):  # creates a unit vector in the same direction 
        # Vector([3, 4]).normalize()   -> Vector([.6, .8]) 
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Question 1: Eat That Sock is a 2D game where a human player competes with a bot to see who 
can score the most points in twenty seconds. Players score points by collecting socks. Socks can 
be different colors, with each color corresponding to a different point value. Socks randomly 
appear in the game, and also randomly disappear if the players don’t collect them fast enough. 
Walls keep the players and socks in bounds. 
 
Discuss with a neighbor: What are the different objects that we would need to represent this 
game? What attributes and methods would each object need?  
 
For example Game: 
-Stores all other objects 
-Keeps track of time remaining 
-Each time step: 

Moves players 
Makes socks appear / disappear 
Renders updated game board 

-Decides winner at the end 
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Question 4: Look at the blank Bot class shown below. Fill in the missing body. If implementing 
a method would be unnecessary, cross it out instead. 
 
class Bot(Player): 
    """ 
    A basic bot that randomly moves around the screen. 
    """ 
 
 
 
    def __init__(self, position): 
         
 
         
 
 
    def update(self, game): 
        """ 
        Given the recent keys pressed and the current game, update the object.  
        """ 
         
 
 
 
 
    def render(self): 
        """ 
        Takes the state of the object at the end of a timestep and displays 
        it to the screen. 
        """ 
 
  

color magenta

directions Gameup cameDownGameLEFTGameRIGHT
selfdirection randomchoicedirections
Playerupdateself game
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R17 Participation Credit                  Kerberos : ________________@mit.edu 
Hand this sheet in at the end of recitation to get participation credit for today. 
 
Question 2: Look at the blank Wall class shown below. Fill in the missing body. If 
implementing a method would be unnecessary, cross it out instead. 
 
class Wall(GamePiece): 
    """ 
    Static game piece represented by a white "#" symbol, which prevents  
    pieces from going out of bounds. 
    """ 
 
 
 
    def __init__(self, position): 
         
 
         
 
    def update(self, game): 
        """ 
        Given the current state of the game, update the object.  
        """ 
         
 
 
    def render(self): 
        """ 
        Takes the state of the object at the end of a timestep and displays 
        it to the screen. 
        """ 
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Question 3: Look at the blank Sock class shown below. Fill in the missing body. If 
implementing a method would be unnecessary, cross it out instead. 
 
class Sock(GamePiece): 
    """ 
    Static game piece represented by "s" that is visible for ttl timesteps 
    before disappearing. Socks come in different colors, and each color is 
    worth a different number of points. Players earn points if they intersect a 
    sock before it disappears. 
 
    Created by the game at a random position, initialized with a random color, 
    disappears randomly. 
    """ 
 
 
    def __init__(self, position): 
         
 
         
 
 
 
    def update(self, game): 
        """ 
        Given the current state of the game, update the object.  
        """ 
         
 
 
 
 
    def render(self): 
        """ 
        Takes the state of the object at the end of a timestep and displays 
        it to the screen. 
        """ 
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Question 1: Discuss with a neighbor: What are the pros and cons of using classes (as opposed to 
implementing the same kind of behavior using builtin datatypes and functions)? What are some 
real-world applications of classes?  
 
 
 
 
 
 
 
 
 
Question 2: Discuss with a neighbor: What are some real-world applications of inheritance? 
 
 
 
 
 
 
 
 
 
 
 
 
 
Today we’re going to think about how to implement a variation of make_expression that has: 
- nonnegative integers, like 3 or 10 
- single-letter lowercase variables, like x or y or z 
- fully-parenthesized binary operators, like (3*x) for +, -, /, and * 
- no extra parens or missing parens 
- ignores spaces 
 
 
Question 4:   
make_expression(“ ((3 * x)+(10*y) ) ”)  =>  ___________________________ 
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Question 5: Discuss with a neighbor: How would we go about tokenize? 
 
 
 
 
Question 6: Discuss with a neighbor: How would we go about parse? What recursive pattern 
are we using (list-like, tree-like, graph-like)? 
 
 
def parse(tokens):  # tokens is a list of strings 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Bonus exercises: 

- Modify make_expression to allow for repeated operations in the same parens, i.e., 
make_expression(‘(3 + 4 + x + (y - 5 – 2 - z) + (3 * v))’)  

- Generators: Modify tokenize to output a generator and modify parse to take in a generator. 
- Modify make_expression to detect and raise a custom error when the expression is malformed, i.e., 

make_expression(‘(3 + 4’)   
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Question 1: Discuss with someone near you: what are the similarities and differences between 
tokenizing and parsing in the Symbolic Algebra lab and the LISP lab? 
 
 
 
 
 
 
 
 
 
 
 
 
 
Question 2: What will the code below output? Draw an environment diagram to represent the 
program execution. 
 
1 x = 0 
2 def outer(): 
3     x = 1 
4     def inner(): 
5         x = 2 
6         print("inner:", x) 
7 
8     inner() 
9     print("outer:", x) 
10 
11 outer() 
12 print("global:", x) 

 
 
 
 
 
 
 
 
 
 
 
Relatedly, what properties and methods would a Python class representing a frame object need? 
What about a function object? 
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Question 3: Rewrite each of the Python expressions below in Scheme. 
 
# example 1 
(5 + 4) / (7 - 3 – 2 – 1) / 2  
 
 
 
 
 
# example 2 
(lambda x: x*x)(4) 
 
 
 
 
 
# example 3 
def area(r): 
     return 3.14 * r ** 2 
x = area(5) 
y = x 
 
 
 
# example 4 
def four():  
    return 2 + 2 
four() 
 
 
 
 

1 54 7 3 21 2

lambda x 5
rounds

define area lambda r 3.14 r r

define area s
define y x var name is str exp

has c around it

define four 22
7 four
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Question 1: For each of the four statements written in Python below: 
-What is the equivalent expression written in Scheme?  
-What will the output of interpreting that expression be?  
-How many times will evaluate be called in the course of interpreting that expression?  
Note, example A has been completed for you. 
 
; Example A:  
; x = 4          ; provided Python code 
(define x 4)     ; Scheme equivalent 
; output: 4  
; # calls to evaluate: 2 – why? 
 
; Example B:  
; y = x - 1  
 
 
 
; output:  
; # calls to evaluate:  
 
 
; Example C:  
; square = lambda s: s * s  
 
 
 
; output:  
; # calls to evaluate:  
 
 
 
; Example D:  
; z = square(x) + square(y) 
 
 
 
; output:  
; # calls to evaluate: 
 
 
 
 
 
 
 

lambda x x x

calls eval once storesthebody

3 4 x
eval 5 times looks eachelement

evaluates evaluates 4

define 9
eva wholething then y x1

defines layby as define squarex x x

calls 1 just sets square tobod

definez say w frame calls eval manytimes

evaluatordoes a lot underthehood
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Question 2: The following Scheme code comes from test_inputs/21.scm. Convert this scheme 
program into an equivalent Python program. 
 
(define (call x) (x)) 
(call (lambda () 2)) 
(define (spam) (call (lambda () 2))) 
(call spam) 
(call call) 
(call) 
 
 
 
 
 
 
 
 
 
 
 
 
 
Question 3: Syntax errors occur when code breaks the rules the rules define the combinations of 
symbols that are considered to be correctly structured expressions in a programming language. 
Syntax errors are generally caught during parsing and prevent any lines of code from being 
interpreted / evaluated. 
 
Discuss with a neighbor: what are common kinds of syntax errors in Python? 
 
 
 
 
Thinking back to our Symbolic Algebra recitation last Monday, what are some examples of 
things that would cause syntax errors? 
 
 
 
As a reminder, our variation of make_expression last Monday handled expressions with: 
- nonnegative integers, like 3 or 10 
- single-letter lowercase variables, like x or y or z 
- fully-parenthesized binary operators, like (3*x) for +, -, /, and * 
- no extra parens or missing parens 
- ignores spaces 

Ei
eat

2 creatingfonc.fimonedgjggcalling spam lambdafunct

ion
s.mn ii s s

indentation
missing a colon

missingroundbrackets
cancountparentheses butdon't have to
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Question 1: Rewrite the abs function using a lambda expression in Python. 
 
def abs(x): 
    if x < 0: 
        return -x 
    else: 
        return x 
 
 
 
abs =  
 
 
 
 
 

Question 1a: Now write the abs function in Scheme. 
 
 
 
 
 
 
 
 
Question 2: Why do if, and, and or need to be special forms in Scheme? 
 
 
 
 
 
 
 
 
Question 3: Write the sign function below in Scheme. 
def sign(x): 
    if x < 0: 
        return -1 
    elif x > 0: 
        return 1 
    else: 
        return 0 
 
 
 
 
 

lambda x x if co else

define abs lambda x

if a o

1 x

x

important that bothconditionals t F don'tgetevaluated
if only one of twooptionsshouldhappen

and or shortcircuitstopsearly
andstopsas soon as F
or stopsas soon as T

definesign
if 0 1

if 0
f
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Question 4:  Write sum_squares below in Python without using loops. This function should 
return the same input as the original version for all integers n <= the recursion limit. 
 
def sum_squares(n): 
        total = 0 
        for i in range(n+1): 
            total += i*i 
        return total 
 
def sum_squares(n): # no loops! 
 
 
 
 
 
 
 
Question 3a: Write the sqrt function below in Python without using loops. This function 
should return the same input as the original version for all integers n <= the recursion limit.  
 
def sqrt(x, epsilon): 
    guess = x / 2 
    while abs(guess ** 2 - x) > epsilon: 
        guess = (guess + x/guess) / 2 
    return guess 
 
def sqrt(x, epsilon): 
   # your code below 
 

 
 
 
 
 
 
 
 
Question 3b: Write the sqrt function in Scheme. 
 
 
 

Question 4a: Write sum_squares below in Scheme: 

define sumsquares n
if equal n o

Yt sumsquares n 1 Ann

In sum savoreson
beginstatement

DX

guess 12

if abs guess 2 x epsilon
guess guess xguess 2
return sart guessepsilon

return guess
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Today we’ll be working with lists in Scheme, which will give us some practice with recursion 
and linked lists. 
 
The table below shows the built-in list behavior that you will implement during Lisp part 2 and 
how it relates to Python list and linked tuple behavior that we have seen in recitation previously: 

Scheme list input 
return 
type Python list linked tuple 

(list? x) any boolean isinstance(l, list)   
(list ...) sequence<any> linklist [...] make_ll(...) 
(cons x y) any cons cell [x, y] (x, y) 
(car x) cons cell any x[0] first(x) 
(cdr x) cons cell any x[1:], or x[1] rest(x) 
(append ...) sequence<linklist> linklist sum(..., [])   
(length x) linklist int len(x) ll_len(x) 
(list-ref x i) linklist num any x[i] ll_get(x, i) 
 
Question 1: Write the sum_list function below in Scheme. 
def sum_list(x):  # x is a flat list of numbers 
    out = 0 
    for i in x: 
        out += i 
    return out 
 
 
 
 
 
 
 
Question 2: Write the sum_nested function below in Scheme. 
def sum_nested(x):  # x is a nested list of numbers 
    out = 0 
    for elt in x: 
        out += sum_nested(elt) if isinstance(elt, list) else elt 
    return out 
 
 

RECURSIVE
return 0 if not else 0 sum list 1

define sum list x
if not x

Pt car x sum list cdr x

def sumnested x
if equal length x
0
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Question 3: Write the subtract_elts function below in Scheme. 
def subtract_elts(x1, x2):   
    # x1 and x2 are flat lists of numbers that have the same length 
    result = [] 
    for i in range(len(x1)): 
  result.append(x1[i]-x2[i]) 
    return result 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Question 4: Write the find_max function below in Scheme. 
def find_max(x): 
    # x is initially a non-empty nested list of numbers 
    if isinstance(x, list): 
        best = find_max(x[0]) 
        for elt in x: 
            best = max(best, find_max(elt)) 
        return best 
    return x 
 
 
 
 
 
 
 
 
 
 

SCHEME
define subtract elts x1 x2

defin i length x1ÉÉ's'istract elts x x2
i

def loop i
1

has 3
1 loop i 1else

return cis x2 is loop iti 1 I
l
i
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Question 1: Classes + Environment Diagrams  
For each example program below, write what the output will be and draw the associated environment diagram. If the 
running the program would result in an error, write error instead and describe the problem. 
 
# example A 
1 class A: 
2     cls_var = 10 
3 a1 = A() 
4 print(a1.cls_var) # =>________ 
 
 
# example B 
1 class A: 
2     cls_var = 10 
3 a1 = A() 
4 a2 = A() 
5 a1.cls_var = 20  
6 print(a1.cls_var) # => ________ 
 
7 print(a2.cls_var) # => ________ 
 
 
# example C 
1 class A: 
2     cls_var = 10 
3 class B(A): 
4     cls_var = [] 
5 
6 b1 = B() 
7 b2 = B() 
8 b1.cls_var.append(A.cls_var)  
9 print(b1.cls_var) # => _________ 
10 
11 print(b2.cls_var) # => _________ 
 
 
# example D 
1 def global_fun(): 
2     x = 10 
3     class A: 
4         def a_fun(self): 
5             return x 
6     x = 20 
7     return A() 
8 
9 a = global_fun() 
10 print(a.a_fun()) # => ________ 
 
 

 
 
 

STACK HEAP

of int

10
instance I

stocky intof
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Question 2: Recursion + Iteration + Generators 
For each example implementation of the map function below, what would the output of the 
following program be? If this would result in an error, write error instead. 
 
def add_to_all(map_func, k, inp_list): 
    return map_func(lambda n: n + k, inp_list) 
 
print(add_to_all(map, 3, [1, 2, 3, 4, 5])) 
print(list(add_to_all(map, 3, [1, 2, 3, 4, 5]))) 
 
# example A 
def map(f, inp): 
    return list(f(x) for x in inp) 
 
 
# example B 
def map(f, inp): 
    yield f(inp[0]) 
    yield from map(f, inp[1:]) 
 
 
 
# example C 
def map(f, inp): 
    if not inp: 
        yield [] 
        return 
    yield f(inp[0]) 
    yield from map(f, inp[1:]) 
 
 
 
# example D 
def map(f, inp): 
    if not inp: 
        return 
    yield from map(f, inp[1:]) 
    yield f(inp[0]) 
 
 
 
# example E 
def map(f, inp): 
    if not inp: 
        return 
    yield f(inp[0]) 
    yield from map(f, inp[1:]) 
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Question 3: Backtracking with Tent Packing – see readme 
What are the success base case(s)? 
 
 
 
What are the failure base case(s)? 
 
 
 
What are the recursive case(s)? 
 
 
 
 
Write a description of a high-level algorithm you could use to solve the problem 
 
 
 
 
 
Question 4: More practice 
 
# example a Write the body of an infinite generator that will produce the desired output below 
def fibonacci_generator(a=0, b=1): 
 
 
 
 
 
 
for i, fib in zip(range(9), fibonacci_generator()): 
   print(f"fib({i})={fib}") 
# fib(0)=0 fib(1)=1 fib(2)=1 fib(3)=2 fib(4)=3 fib(5)=5 fib(6)=8 #fib(7)=13 fib(8)=21 
 
# example b  -- turn this generator into a regular function 
def flatten(lst): 
   for item in lst: 
       if isinstance(item, list): 
           yield from flatten(item) 
       else: 
           yield item 
nested_list = [1, [2, [3, 4], 5], 6, [7, 8]] 
print(list(flatten(nested_list))) # [1, 2, 3, 4, 5, 6, 7, 8] 
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Question 5: BFS vs DFS + recursion 
 
What will the program below output?  
 
 
def dfs(graph, start): 
   visited = set() 
 
   def dfs_recursive(vertex): 
       visited.add(vertex) 
       yield vertex 
       for neighbor in graph[vertex]: 
           if neighbor not in visited: 
               yield from dfs_recursive(neighbor) 
 
   yield from dfs_recursive(start) 
 
# Define a graph as an adjacency list 
graph = { 
   'A': ['B', 'C'], 
   'B': ['D', 'E'], 
   'C': ['F'], 
   'D': [], 
   'E': ['F'], 
   'F': [] 
} 
 
# Perform DFS traversal starting from 'A' 
for vertex in dfs(graph, 'A'): 
   print(vertex) 
 
 
 
# For an extra challenge, write a recursive BFS version below. What will the # 
printed output be now? 
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Summary of Readings Since Exam 1 
Recursion 

• base case, recursive case, combination 
• recursive cases are smaller than original 
• helper functions 

 
Recursion and Iteration 

• some problems naturally iterative, some recursive 
• recursive patterns 

o list-like: first/rest 
o tree-like: children 
o graph-like: neighbors 

• recursive helper to accumulate partial results 
• recursion for DFS 
• generators 

 
Recursion with Backtracking 

• a generalized graph-like search with constraints 
• typical structure 

o success base case 
o failure base case 
o recursive case that reversibly tries possibilities 

 
Custom Types 

• the power of abstraction 
• Python's class keyword and the environment model 
• class vs instance attributes / variables 
• two scoping paths: variable lookup through frames, attribute lookup through dot notation / classes 

 
Inheritance 

• subclasses and instances 
• inheriting vs overlaying methods, leveraging polymorphism 
• lifting shared behaviors to superclasses 

 
Functional Programming 

• converting imperative-style loops to functional-style recursion 
• converting classes to nested functions 
• memoization 

 

 


